<http://java-interview-questions.com/cgi-java-interview-questions-cgi-interview-questions-for-java/?_lbGate=468087>

Spring :

1. What are different spring bean scopes?

<http://docs.spring.io/spring/docs/3.0.0.M3/reference/html/ch04s04.html>

Ans: The Spring Framework supports exactly five scopes (of which three are available only if you are using a web-aware ApplicationContext).

|  |
| --- |
| singleton |
|  |
| Scopes a single bean definition to a single object instance per Spring IoC container. |
| he singleton scope is the default scope in Spring. |
| Prototype |
|  |
| Scopes a single bean definition to any number of object instances. |
|  |
| Request |
|  |
| Scopes a single bean definition to the lifecycle of a single HTTP request; that is each and every HTTP request will have its own instance of a bean created off the back of a single bean definition. Only valid in the context of a web-aware Spring ApplicationContext.  Per each http:// |
|  |
| session |
|  |
| Scopes a single bean definition to the lifecycle of a HTTP Session. Only valid in the context of a web-aware Spring **ApplicationContext**. |
| Per entire http session until discarded |
| **global session** |
|  |
| Scopes a single bean definition to the lifecycle of a global HTTP Session. Typically, only valid when used in a portlet context. Only valid in the context of a web-aware Spring ApplicationContext. |

The global session scope is similar to the standard HTTP Session scope ([described immediately above](http://docs.spring.io/spring/docs/3.0.0.M3/reference/html/ch04s04.html#beans-factory-scopes-session)), and really only makes sense in the context of portlet-based web applications

1. Explain different annotations used in Spring?

Ans:

<http://www.techferry.com/articles/spring-annotations.html>

<http://refcardz.dzone.com/refcardz/spring-annotations>

<http://simplespringtutorial.com/annotations.html>

**Spring Annotations: Contents:**

 To summarize, @Autowired wires by type and @Resource wires by name.

|  |  |
| --- | --- |
| **Annotation** | **Package Detail/Import statement** |
| [@Service](http://www.techferry.com/articles/spring-annotations.html#Service) | import org.springframework.stereotype.Service; |
| [@Repository](http://www.techferry.com/articles/spring-annotations.html#Repository) | import org.springframework.stereotype.Repository; |
| [@Component](http://www.techferry.com/articles/spring-annotations.html#Component) | import org.springframework.stereotype.Component; |
| [@Autowired](http://www.techferry.com/articles/spring-annotations.html#Autowired) | import org.springframework.beans.factory.annotation.Autowired; |
| [@Transactional](http://www.techferry.com/articles/spring-annotations.html#Transactional) | import org.springframework.transaction.annotation.Transactional; |
| [@Scope](http://www.techferry.com/articles/spring-annotations.html#Scope) | import org.springframework.context.annotation.Scope; |
| [Spring MVC Annotations](http://www.techferry.com/articles/spring-annotations.html#MVC) | |
| [@Controller](http://www.techferry.com/articles/spring-annotations.html#Controller) | import org.springframework.stereotype.Controller; |
| [@RequestMapping](http://www.techferry.com/articles/spring-annotations.html#RequestMapping) | import org.springframework.web.bind.annotation.RequestMapping; |
| [@PathVariable](http://www.techferry.com/articles/spring-annotations.html#PathVariable) | import org.springframework.web.bind.annotation.PathVariable; |
| [@RequestParam](http://www.techferry.com/articles/spring-annotations.html#RequestParam) | import org.springframework.web.bind.annotation.RequestParam; |
| [@ModelAttribute](http://www.techferry.com/articles/spring-annotations.html#ModelAttribute) | import org.springframework.web.bind.annotation.ModelAttribute; |
| [@SessionAttributes](http://www.techferry.com/articles/spring-annotations.html#SessionAttributes) | import org.springframework.web.bind.annotation.SessionAttributes; |
| [Spring Security Annotations](http://www.techferry.com/articles/spring-annotations.html#SpringSecurity) | |
| [@PreAuthorize](http://www.techferry.com/articles/spring-annotations.html#PreAuthorize) | import org.springframework.security.access.prepost.PreAuthorize; |

For spring to process annotations, add the following lines in your application-context.xml file.

<context:annotation-config />

<context:component-scan base-package="...specify your package name..." />

|  |  |
| --- | --- |
| Spring Annotation Tip | Spring supports both Annotation based and XML based configurations. You can even mix them together. Annotation injection is performed before XML injection, thus the latter configuration will override the former for properties wired through both approaches. |

**@Service**

Annotate all your service classes with @Service. All your business logic should be in Service classes.

|  |  |
| --- | --- |
| 1  2  3  4 | @Service  public class CompanyServiceImpl implements CompanyService {  ...  } |

**@Repository**

Annotate all your DAO classes with @Repository. All your database access logic should be in DAO classes.

|  |  |
| --- | --- |
| 1  2  3  4 | @Repository  public class CompanyDAOImpl implements CompanyDAO {  ...  } |

**@Component**

Annotate your other components (for example REST resource classes) with @Component.

|  |  |
| --- | --- |
| 1  2  3  4 | @Component  public class ContactResource {  ...  } |

@Component is a generic stereotype for any Spring-managed component. @Repository, @Service, and @Controller are specializations of @Component for more specific use cases, for example, in the persistence, service, and presentation layers, respectively.   
  
![Spring Component Annotations](data:image/jpeg;base64,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)

**@Autowired**

Let Spring auto-wire other beans into your classes using @Autowired annotation. 

|  |  |  |
| --- | --- | --- |
| 1  2  3  4  5  6  7  8 | @Service  public class CompanyServiceImpl implements CompanyService {      @Autowired    private CompanyDAO companyDAO;      ...  } | |
| Spring Annotation Tip | Spring beans can be wired by name or by type.   * @Autowire by default is a type driven injection. @Qualifier spring annotation can be used to further fine-tune autowiring. * @Resource (javax.annotation.Resource) annotation can be used for wiring by name.   Beans that are themselves defined as a collection or map type cannot be injected through @Autowired, because type matching is not properly applicable to them. Use @Resource for such beans, referring to the specific collection or map bean by unique name. |

**@Transactional**

Configure your transactions with @Transactional spring annotation.

|  |  |  |
| --- | --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | @Service  public class CompanyServiceImpl implements CompanyService {      @Autowired    private CompanyDAO companyDAO;      @Transactional    public Company findByName(String name) {        Company company = companyDAO.findByName(name);      return company;    }    ...  } | |
| Spring Annotation Tip | To activate processing of Spring's @Transactional annotation, use the <tx:annotation-driven/> element in your spring's configuration file. |

The default @Transactional settings are as follows: (see transaction management .doc)

* Propagation setting is PROPAGATION\_REQUIRED.
* Isolation level is ISOLATION\_DEFAULT.
* Transaction is read/write.
* Transaction timeout defaults to the default timeout of the underlying transaction system, or to none if timeouts are not supported.
* Any RuntimeException triggers rollback, and any checked Exception does not.

These default settings can be changed using various properties of the @Transactional spring annotation. 

|  |  |
| --- | --- |
| Spring Annotation Tip | Specifying the @Transactional annotation on the bean class means that it applies to all applicable business methods of the class. Specifying the annotation on a method applies it to that method only. If the annotation is applied at both the class and the method level, the method value overrides if the two disagree. |

**@Scope**

As with Spring-managed components in general, the default and most common scope for autodetected components is singleton. To change this default behavior, use @Scope spring annotation.

|  |  |
| --- | --- |
| 1  2  3  4  5 | @Component  @Scope("request")  public class ContactResource {  ...  } |

Similarly, you can annotate your component with @Scope("prototype") for beans with prototype scopes.

|  |  |
| --- | --- |
| Spring Annotation Tip | Please note that the dependencies are resolved at instantiation time. For prototype scope, it does NOT create a new instance at runtime more than once. It is only during instantiation that each bean is injected with a separate instance of prototype bean. |

**Spring MVC Annotations**

**@Controller**

Annotate your controller classes with @Controller.

|  |  |
| --- | --- |
| 1  2  3  4 | @Controller  public class CompanyController {  ...  } |

**@RequestMapping**

You use the @RequestMapping spring annotation to map URLs onto an entire class or a particular handler method. Typically the class-level annotation maps a specific request path (or path pattern) onto a form controller, with additional method-level annotations narrowing the primary mapping.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | @Controller  @RequestMapping("/company")  public class CompanyController {      @Autowired    private CompanyService companyService;  ...  } |

**@PathVariable**

You can use the @PathVariable spring annotation on a method argument to bind it to the value of a URI template variable. In our example below, a request path of /company/techferry will bind companyName variable with 'techferry' value.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | @Controller  @RequestMapping("/company")  public class CompanyController {      @Autowired    private CompanyService companyService;      @RequestMapping("{companyName}")    public String getCompany(Map<String, Object> map, @PathVariable String companyName) {      Company company = companyService.findByName(companyName);      map.put("company", company);      return "company";    }  ...  } |

**@RequestParam**

You can bind request parameters to method variables using spring annotation @RequestParam.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | @Controller  @RequestMapping("/company")  public class CompanyController {      @Autowired    private CompanyService companyService;      @RequestMapping("/companyList")    public String listCompanies(Map<String, Object> map, @RequestParam int pageNum) {      map.put("pageNum", pageNum);      map.put("companyList", companyService.listCompanies(pageNum));      return "companyList";    }  ...  } |

Similarly, you can use spring annotation @RequestHeader to bind request headers.

**@ModelAttribute**

An @ModelAttribute on a method argument indicates the argument should be retrieved from the model. If not present in the model, the argument should be instantiated first and then added to the model. Once present in the model, the argument's fields should be populated from all request parameters that have matching names. This is known as data binding in Spring MVC, a very useful mechanism that saves you from having to parse each form field individually.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | @Controller  @RequestMapping("/company")  public class CompanyController {      @Autowired    private CompanyService companyService;      @RequestMapping("/add")    public String saveNewCompany(@ModelAttribute Company company) {      companyService.add(company);      return "redirect:" + company.getName();    }  ...  } |

**@SessionAttributes**

@SessionAttributes spring annotation declares session attributes. This will typically list the names of model attributes which should be transparently stored in the session, serving as form-backing beans between subsequent requests.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | @Controller  @RequestMapping("/company")  @SessionAttributes("company")  public class CompanyController {      @Autowired    private CompanyService companyService;  ...  } |

@SessionAttribute works as follows:

* @SessionAttribute is initialized when you put the corresponding attribute into model (either explicitly or using @ModelAttribute-annotated method).
* @SessionAttribute is updated by the data from HTTP parameters when controller method with the corresponding model attribute in its signature is invoked.
* @SessionAttributes are cleared when you call setComplete() on SessionStatus object passed into controller method as an argument.

The following listing illustrate these concepts. It is also an example for pre-populating Model objects.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24 | @Controller  @RequestMapping("/owners/{ownerId}/pets/{petId}/edit")  @SessionAttributes("pet")  public class EditPetForm {        @ModelAttribute("types")        public Collection<PetType> populatePetTypes() {          return this.clinic.getPetTypes();      }        @RequestMapping(method = RequestMethod.POST)      public String processSubmit(@ModelAttribute("pet") Pet pet, BindingResult result,              SessionStatus status) {          new PetValidator().validate(pet, result);          if (result.hasErrors()) {              return "petForm";          }else {              this.clinic.storePet(pet);              status.setComplete();              return "redirect:owner.do?ownerId=" + pet.getOwner().getId();          }      }  } |

**Spring Security Annotations**

**@PreAuthorize**

Using Spring Security @PreAuthorize annotation, you can authorize or deny a functionality. In our example below, only a user with Admin role has the access to delete a contact.

|  |  |
| --- | --- |
| 1  2  3  4  5 | @Transactional  @PreAuthorize("hasRole('ROLE\_ADMIN')")  public void removeContact(Integer id) {    contactDAO.removeContact(id);  } |

<http://stackoverflow.com/questions/4093504/resource-vs-autowired>

[**@Resource vs @Autowired**](http://stackoverflow.com/questions/4093504/resource-vs-autowired)

As for the original question: both, without specifying any attributes of the annotation, perform injection by type. The difference is:

* @Resource allows you to specify a name of the injected bean
* @Autowired allows you to mark it as non-mandatory.

<http://blogs.sourceallies.com/2011/08/spring-injection-with-resource-and-autowired/>

Conclusions

With the exception of test 2 & 7 the configuration and outcomes were identical. When I looked under the hood I determined that the ‘@Autowired’ and ‘@Inject’ annotation behave identically. Both of these annotations use the [‘AutowiredAnnotationBeanPostProcessor’](http://static.springsource.org/spring/docs/3.0.x/javadoc-api/org/springframework/beans/factory/annotation/AutowiredAnnotationBeanPostProcessor.html) to inject dependencies. ‘@Autowired’ and ‘@Inject’ can be used interchangeable to inject Spring beans. However the ‘@Resource’ annotation uses the [‘CommonAnnotationBeanPostProcessor’](http://static.springsource.org/spring/docs/3.1.0.M2/javadoc-api/org/springframework/context/annotation/CommonAnnotationBeanPostProcessor.html) to inject dependencies. Even though they use different post processor classes they all behave nearly identically. Below is a summary of their execution paths.

**@Autowired and @Inject**

1. Matches by Type
2. Restricts by Qualifiers
3. Matches by Name

**@Resource**

1. Matches by Name
2. Matches by Type
3. Restricts by Qualifiers (ignored if match is found by name)

While it could be argued that ‘@Resource’ will perform faster by name than ‘@Autowired’ and ‘@Inject’ it would be negligible. This isn’t a sufficient reason to favor one syntax over the others. I do however favor the ‘@Resource’ annotation for it’s concise notation style.

|  |
| --- |
| @Resource(name="person") |
| @Autowired  @Qualifier("person") |

|  |
| --- |
| @Inject  @Qualifier("person") |

You may argue that they can be equal concise if you use the field name to identify the bean name.

|  |
| --- |
| @Resource  **private** Party person; |
| @Autowired  **private** Party person; |

|  |
| --- |
| @Inject  **private** Party person; |

True enough, but what happens if you want to [refactor](http://en.wikipedia.org/wiki/Code_refactoring) your code? By simply renaming the field name you’re no longer referring to the same bean. I recommend the following practices when wiring beans with annotations.

**Spring Annotation Style Best Practices**

1. Explicitly name your component [@Component("beanName")]
2. Use ‘@Resource’ with the ‘name’ attribute [@Resource(name="beanName")]
3. Avoid ‘@Qualifier’ annotations unless you want to create a list of similar beans. For example you may want to mark a set of rules with a specific ‘@Qualifier’ annotation. This approach makes it simple to inject a group of rule classes into a list that can be used for processing data.
4. Scan specific packages for components [context:component-scan base-package="com.sourceallies.person"]. While this will result in more component-scan configurations it reduces the chance that you’ll add unnecessary components to your Spring context.

Following these guidelines will increase the readability and stability of your Spring annotation configurations.